**Week-4:**

1. Write a function called is\_sorted that takes a list as a parameter and returns True if the list is sorted in ascending order and False otherwise.

def is\_sorted(a):

for i in range(len(a)-1):

if a[i]>=a[i+1]:

return False

return True

input\_string=input("Enter the list elements:")

vlist= input\_string.split()

print(is\_sorted(vlist))

**Output:**
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1. Write a function called has\_duplicates that takes a list and returns True if there is any element that appears more than once. It should not modify the original list.

def has\_duplicates(vlist):

n=len(vlist)

rep=[]

for i in range(n):

k=i+1

for j in range(k,n):

if vlist[i]==vlist[j]:

return 'True'

return 'False'

input\_string=input("Enter the list elements:")

vlist= input\_string.split()

print(has\_duplicates(vlist))

**Output:**
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1. Write a function called remove\_duplicates that takes a list and returns a new list with

only the unique elements from the original. *Hint: they don’t have to be in the same   
order.*

def remove\_duplicates(vlist):

final\_list = []

for num in vlist:

if num not in final\_list:

final\_list.append(num)

return final\_list

input\_string=input("Enter the list elements:")

vlist= input\_string.split()

print(“New list with only the unique elements:”)

print(remove\_duplicates(vlist))

**Output:**

![](data:image/png;base64,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)

1. The wordlist I provided, words.txt, doesn’t contain single letter words. So you might want to add “I”, “a”, and the empty string.

def reduce\_words():

def create\_dict():

         fin = open('words.txt')

         res = {}

         for line in fin:

             word = line.strip()

             res[word] = []

         for element in ["a", "i", ""]:

             res[element] = []

         return res

     def add\_children(d):

         for key in d.keys():

             children = []

              for i in range(len(key)):

                 candidate = key[:i] + key[i+1:]

                 if candidate in d and candidate not in children:

                     children.append(candidate)

              d[key] = children

         return d

     def recursive\_trails(d):

         res = []

         def helper(key, result):

             if d[key] == []:

                 return

             if key in ["a", "i", ""]:

                 res.append((len(result[0]), result))

             else:

                 for entry in d[key]:

                     return helper(entry, result + [entry])

         for key,value in d.items():

             helper(key, [key])

         return res

     def top\_n(results, n):

         results.sort(reverse = True)

         for i in range(n):

             print results[i]

     d = create\_dict()

     add\_children(d)

     trails = recursive\_trails(d)

     top\_n(trails, 20)

reduce\_words()

1. Write a python code to read a dictionary values from the user. Construct a function to invert its content. i.e., keys should be values and values should be keys.

ini\_dict = {101: "akshat", 201 : "ball"}

# print initial dictionary

print("initial dictionary : ", str(ini\_dict))

# inverse mapping using dict comprehension

inv\_dict = {v: k for k, v in ini\_dict.items()}

# print final dictionary

print("inverse mapped dictionary : ", str(inv\_dict))

**Output:**
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